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1. **ЦЕЛЬ РАБОТЫ**

Целью данной работы является создание многофункционального графического редактора, объединяющее графический редактор и инструменты мониторинга производительности, предоставляя пользователям возможность создавать, редактировать изображения, а также анализировать и визуализировать данные о производительности процессора и памяти в реальном времени.

1. **ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Для работы с файлами и операциями ввода-вывода мы использовали *Win32 API*, часть операционной системы *Windows*. Этот набор функций предоставляет доступ к различным функциональным возможностям *Windows*, включая создание, открытие и запись файлов, а также работу с памятью.

Каждый процесс предоставляет ресурсы, необходимые для выполнения программы. Процесс имеет виртуальное адресное пространство, исполняемый код, открытые дескрипторы для системных объектов, контекст безопасности, уникальный идентификатор процесса, переменные среды, класс приоритета, минимальный и максимальный размер рабочего набора и по крайней мере один поток выполнения. Каждый процесс запускается с одного потока, часто называемого основным потоком, но может создавать дополнительные потоки из любого из его потоков.

Поток представляет собой сущность в процессе, которую можно запланировать для выполнения. Все потоки процесса совместно используют его виртуальное адресное пространство и системные ресурсы. Кроме того, каждый поток поддерживает обработчики исключений, приоритет планирования, локальное хранилище потока, уникальный идентификатор потока и набор структур, которые система будет использовать для сохранения контекста потока до его планирования.

Для исследования эффективности процессов и потоков можно использовать *API* для мониторинга ресурсов, такие как *Performance Data Helper*, для сбора и анализа данных о производительности, таких как использование *CPU* и *RAM*.

Для создания нового потока в *Windows* используется функция *CreateThread*. Она принимает ряд параметров, включая указатель на функцию, которая будет выполняться в созданном потоке.

Обычно поток завершается самостоятельно при завершении функции, которая выполняется в нем. Однако, в случае необходимости, поток можно завершить раньше с помощью функции *ExitThread* или принудительно с использованием *TerminateThread*. Но рекомендуется избегать использования *TerminateThread* из-за потенциальных проблем.

1. **РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ**

В ходе выполнения лабораторной работы было разработано многофункциональное графическое приложение, используя Win32 API. Приложение объединяет графический редактор с инструментами мониторинга производительности (Рисунок 1).
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Рисунок 1 – Окно приложения

Приложение мониторит производительность центрального процессора и оперативной памяти в реальном времени. Пользователь имеет возможность настраивать скорость обновления данных в зависимости от своих потребностей. Также предоставляется возможность выбора конкретного процессора или ядра процессора для анализа. Это позволяет пользователям отслеживать и сравнивать производительность различных ядер процессора или общую загрузку процессора. Данные о загрузке *CPU* и *RAM* визуализируются с использованием графиков. Приложение также собирает информацию о текущих процессах и их потреблении ресурсов.

# ЗАКЛЮЧЕНИЕ

В результате лабораторной работы было создано многофункциональное графическое приложение на базе Win32 API. Приложение объединяет графический редактор с инструментами мониторинга производительности CPU и RAM. Пользователи могут создавать и редактировать изображения, а также отслеживать и анализировать загрузку процессора и памяти в реальном времени. Приложение предоставляет возможность выбора скорости обновления данных и конкретных CPU (включая ядра процессора) для анализа. Эффективное сочетание графических и мониторинговых функций делает приложение полезным инструментом для пользователей, работающих с изображениями и следящих за производительностью своей системы.
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# ПРИЛОЖЕНИЕ А (обязательное) Листинг кода

Листинг 1 – Файл Lab1.cpp

#include <windows.h>

#include <vector>

#include <CommCtrl.h>

#include <commdlg.h>

#include <string>

#include <GdiPlus.h>

#include <iostream>

#include <pdh.h>

#include <thread>

#include <deque>

#include <chrono>

#include <Psapi.h>

#pragma comment(lib, "pdh.lib")

#pragma comment(lib, "gdiplus.lib")

#pragma comment(lib, "user32.lib")

#define M\_PI 3.141592653589793238462643383279

#define WM\_PAINT\_CP (WM\_APP + 1)

#define MYBYTES 1048576

#pragma region const

struct Shape

{

RECT rect;

bool isCorrect;

int n;

int selectedShape;

// 1 - круг

// 2 - n-угольник

// 3 - Прямая

// 4 - Карандашь

int Thickness;

COLORREF selectedColorThickness;

COLORREF selectedColorBrush;

std::vector<Gdiplus::Point> pen;

int scale = 100;

int rotation = 0;

};

struct PaintWindow

{

int x1 = 150;

int y1 = 0;

int x2 = 1000;

int y2 = 800;

int Width = x2 - x1;

int Height = y2 - y1;

};

// Глобальные переменные

HINSTANCE hInst;

HDC hdcBuffer;

HBITMAP hBitmap;

HWND hwndMain, hwndComboBox, hSlider, hSliderCP, hSliderThickness, hSliderScale, hSliderRotation, hwndList, hwndListCP, hwndDeleteItem, hwndUpItem, hwndDownItem, hwndSave, hwndComboBoxCP;

COLORREF customColorsThickness[16]{ 0 };

COLORREF customColorsBrush[16]{ 0 };

CHOOSECOLOR ccThickness, ccBrush;

COLORREF selectedColorThickness, selectedColorBrush;

HHOOK MouseHook;

PaintWindow PW;

int selectedItemIndex = -1;

std::vector<Shape> shapes;

RECT currentShape;

bool isDrawing = false;

bool isMove = false;

bool isTaskManager = false;

int selectedShape = 1;

int n = 3;

int speed=1000;

int Thickness = 1;

std::vector<Gdiplus::Point> pen;

Gdiplus::Point startPos;

std::vector<float> cpuLoadHistory;

std::vector<float> memoryLoadHistory;

std::vector<std::wstring> StarusCP;

#pragma endregion

LRESULT CALLBACK WndProc(HWND hwnd, UINT msg, WPARAM wParam, LPARAM lParam);

LRESULT CALLBACK MouseHookProc(int nCode, WPARAM wParam, LPARAM lParam);

void DrawShape(Gdiplus::Graphics& graphics, Gdiplus::Pen\* penPlus, Gdiplus::SolidBrush\* brush, bool isCorrect, int scale = 100, int rotation = 0);

void FillRectWindow();

void RePaint(bool ctrlZ, bool del, bool list = false);

void UpdateData();

void DrawGraph(HDC hdc, const std::vector<float>& data, int y, COLORREF color);

int GetEncoderClsid(const WCHAR\* format, CLSID\* pClsid);

int WINAPI WinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, LPSTR lpCmdLine, int nCmdShow)

{

Gdiplus::GdiplusStartupInput gdiplusStartupInput;

ULONG\_PTR gdiplusToken;

Gdiplus::GdiplusStartup(&gdiplusToken, &gdiplusStartupInput, NULL);

MouseHook = SetWindowsHookEx(WH\_MOUSE\_LL, MouseHookProc, NULL, 0);

WNDCLASSEX wc = { sizeof(WNDCLASSEX), CS\_HREDRAW | CS\_VREDRAW, WndProc, 0, 0, GetModuleHandle(NULL), NULL, NULL, NULL, NULL, L"MyWindowClass", NULL };

RegisterClassEx(&wc);

hwndMain = CreateWindow(L"MyWindowClass", L"Графический редактор", WS\_OVERLAPPEDWINDOW | WS\_CLIPCHILDREN, NULL, NULL, PW.x2 + 200, PW.y2, NULL, NULL, hInstance, NULL);

SetWindowLong(hwndMain, GWL\_STYLE, GetWindowLong(hwndMain, GWL\_STYLE) & ~WS\_THICKFRAME);

HDC hdc = GetDC(hwndMain);

hdcBuffer = CreateCompatibleDC(hdc);

hBitmap = CreateCompatibleBitmap(hdc, PW.Width, PW.Height);

SelectObject(hdcBuffer, hBitmap);

ShowWindow(hwndMain, nCmdShow);

RECT rectSlider{ 0,0,PW.x1,PW.y2 };

FillRect(hdc, &rectSlider, (HBRUSH)(COLOR\_WINDOW));

RECT rectSlider2{ PW.x2,0,PW.x2 + 200,PW.y2 };

FillRect(hdc, &rectSlider2, (HBRUSH)(COLOR\_WINDOW));

ReleaseDC(hwndMain, hdc);

UpdateWindow(hwndMain);

HANDLE hThread = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)UpdateData, NULL, 0, NULL);

MSG msg;

while (GetMessage(&msg, NULL, 0, 0))

{

TranslateMessage(&msg);

DispatchMessage(&msg);

}

UnhookWindowsHookEx(MouseHook);

Gdiplus::GdiplusShutdown(gdiplusToken);

DeleteObject(hBitmap);

DeleteDC(hdcBuffer);

TerminateThread(hThread, 0);

CloseHandle(hThread);

return msg.wParam;

}

LRESULT CALLBACK MouseHookProc(int nCode, WPARAM wParam, LPARAM lParam)

{

if (nCode == HC\_ACTION)

{

// wParam содержит информацию о событии мыши (WM\_LBUTTONDOWN, WM\_LBUTTONUP, WM\_MOUSEMOVE и т. д.)

if (wParam == WM\_MOUSEMOVE)

{

if (isDrawing || isMove) {

POINT mousePos;

GetCursorPos(&mousePos);

RECT windowRect;

GetWindowRect(hwndMain, &windowRect);

if (mousePos.x < windowRect.left + PW.x1 || mousePos.x > windowRect.right - 200 ||

mousePos.y < windowRect.top || mousePos.y > windowRect.bottom)

{

if (isDrawing) {

isDrawing = false;

InvalidateRect(hwndMain, NULL, TRUE);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

shapes.push\_back({ currentShape, bool(GetKeyState(VK\_SHIFT) & 0x8000),n,selectedShape, Thickness,selectedColorThickness,selectedColorBrush,pen });

pen.clear();

wchar\_t buffer[30];

swprintf(buffer, 30, L"(%d, %d), (%d, %d)", currentShape.left, currentShape.top, currentShape.right, currentShape.bottom);

SendMessage(hwndList, LB\_INSERTSTRING, (WPARAM)0, (LPARAM)buffer);

currentShape = { 0, 0, 0, 0 };

}

if (isMove) {

isMove = false;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

selectedIndex = shapes.size() - selectedIndex - 1;

int x = LOWORD(lParam) - startPos.X;

int y = HIWORD(lParam) - startPos.Y;

if (shapes[selectedIndex].selectedShape == 4)

{

for (long a = 0; a < shapes[selectedIndex].pen.size(); a++)

{

shapes[selectedIndex].pen[a].X += x;

shapes[selectedIndex].pen[a].Y += y;

}

RePaint(false, false);

}

else

{

shapes[selectedIndex].rect.left += x;

shapes[selectedIndex].rect.right += x;

shapes[selectedIndex].rect.top += y;

shapes[selectedIndex].rect.bottom += y;

RePaint(false, false);

}

}

SetFocus(hwndMain);

}

}

}

}

}

return CallNextHookEx(MouseHook, nCode, wParam, lParam);

}

LRESULT CALLBACK WndProc(HWND hwnd, UINT msg, WPARAM wParam, LPARAM lParam)

{

switch (msg)

{

case WM\_CREATE:

{

#pragma region Elements

hwndComboBox = CreateWindow(L"COMBOBOX", NULL, WS\_CHILD | WS\_VISIBLE | CBS\_DROPDOWNLIST | WS\_VSCROLL, 0, 00, PW.x1, 200, hwnd, NULL, NULL, NULL);

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Перемещение (E)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Круг (A)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"N-угольник (B)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Прямая (C)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Карандашь (D)");

SendMessage(hwndComboBox, CB\_SETCURSEL, 1, 0);

#pragma endregion

#pragma region SliderN

hSlider = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 40, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSlider, TBM\_SETRANGE, TRUE, MAKELPARAM(3, 20));

SendMessage(hSlider, WM\_SETREDRAW, FALSE, 0);

ShowWindow(hSlider, SW\_HIDE);

#pragma endregion

#pragma region Slider Thickness

hSliderThickness = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 80, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderThickness, TBM\_SETRANGE, TRUE, MAKELPARAM(0, 100));

#pragma endregion

#pragma region Color Choose Thickness

HWND hButton1 = CreateWindow(L"BUTTON", L"Цвет линии", WS\_CHILD | WS\_VISIBLE, 0, 120, PW.x1, 40, hwnd, (HMENU)1001, GetModuleHandle(NULL), NULL);

ZeroMemory(&ccThickness, sizeof(ccThickness));

ccThickness.lStructSize = sizeof(ccThickness);

ccThickness.hwndOwner = hwndMain; // Окно-владелец диалога

ccThickness.lpCustColors = (LPDWORD)customColorsThickness;

ccThickness.rgbResult = RGB(255, 0, 0);

ccThickness.Flags = CC\_FULLOPEN | CC\_RGBINIT; // Флаги диалога (полный выбор цвета и начальное значение)

#pragma endregion

#pragma region Color Choose Brush

HWND hButton2 = CreateWindow(L"BUTTON", L"Цвет заливки", WS\_CHILD | WS\_VISIBLE, 0, 160, PW.x1, 40, hwnd, (HMENU)1002, GetModuleHandle(NULL), NULL);

ZeroMemory(&ccBrush, sizeof(ccBrush));

ccBrush.lStructSize = sizeof(ccBrush);

ccBrush.hwndOwner = hwndMain;

ccBrush.lpCustColors = (LPDWORD)customColorsThickness;

ccBrush.rgbResult = RGB(255, 0, 0);

ccBrush.Flags = CC\_FULLOPEN | CC\_RGBINIT;

#pragma endregion

#pragma region Slider Scale

hSliderScale = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 200, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderScale, TBM\_SETRANGE, TRUE, MAKELPARAM(1, 500));

#pragma endregion

#pragma region Slider Rotation

hSliderRotation = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 240, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderRotation, TBM\_SETRANGE, TRUE, MAKELPARAM(0, 360));

#pragma endregion

#pragma region Color Choose Brush

hwndList = CreateWindowEx(0, L"LISTBOX", NULL, WS\_CHILD | WS\_VISIBLE | WS\_BORDER | LBS\_NOTIFY | WS\_VSCROLL, 0, 280, PW.x1, 250, hwnd, (HMENU)100, GetModuleHandle(NULL), NULL);

hwndDeleteItem = CreateWindow(L"BUTTON", L"Отменить", WS\_CHILD | WS\_VISIBLE, 0, 520, PW.x1 / 2, 40, hwnd, (HMENU)99, GetModuleHandle(NULL), NULL);

hwndDeleteItem = CreateWindow(L"BUTTON", L"Удалить", WS\_CHILD | WS\_VISIBLE, PW.x1 / 2, 520, PW.x1 / 2, 40, hwnd, (HMENU)101, GetModuleHandle(NULL), NULL);

hwndUpItem = CreateWindow(L"BUTTON", L"Вверх", WS\_CHILD | WS\_VISIBLE, 0, 560, PW.x1 / 2, 40, hwnd, (HMENU)102, GetModuleHandle(NULL), NULL);

hwndDownItem = CreateWindow(L"BUTTON", L"Вниз", WS\_CHILD | WS\_VISIBLE, PW.x1 / 2, 560, PW.x1 / 2, 40, hwnd, (HMENU)103, GetModuleHandle(NULL), NULL);

#pragma endregion

#pragma region Open/Save

hwndSave = CreateWindow(L"BUTTON", L"Открыть проект", WS\_CHILD | WS\_VISIBLE, 0, PW.y2 - 160, PW.x1, 40, hwnd, (HMENU)104, GetModuleHandle(NULL), NULL);

hwndSave = CreateWindow(L"BUTTON", L"Сохранить проект", WS\_CHILD | WS\_VISIBLE, 0, PW.y2 - 120, PW.x1, 40, hwnd, (HMENU)105, GetModuleHandle(NULL), NULL);

hwndSave = CreateWindow(L"BUTTON", L"Сохранить png", WS\_CHILD | WS\_VISIBLE, 0, PW.y2 - 80, PW.x1, 40, hwnd, (HMENU)106, GetModuleHandle(NULL), NULL);

#pragma endregion

#pragma region Select CP

hwndComboBoxCP = CreateWindow(L"COMBOBOX", NULL, WS\_CHILD | WS\_VISIBLE | CBS\_DROPDOWNLIST | WS\_VSCROLL, PW.x2, 0, 180, 200, hwnd, NULL, NULL, NULL);

hwndListCP = CreateWindowEx(0, L"LISTBOX", NULL, WS\_CHILD | WS\_VISIBLE | WS\_BORDER | LBS\_NOTIFY | WS\_VSCROLL, PW.x2, 500, 180, 220, hwnd, NULL, GetModuleHandle(NULL), NULL);

hSliderCP = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, PW.x2, 50, 180, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderCP, TBM\_SETRANGE, TRUE, MAKELPARAM(50, 2000));

SendMessage(hSliderCP, TBM\_SETPOS, TRUE, 1000);

SYSTEM\_INFO sysInfo;

GetSystemInfo(&sysInfo);

int numCores = sysInfo.dwNumberOfProcessors;

SendMessage(hwndComboBoxCP, CB\_ADDSTRING, 0, (LPARAM)L"\_Total");

for (int a = 0; a < sysInfo.dwNumberOfProcessors; a++)

{

SendMessage(hwndComboBoxCP, CB\_ADDSTRING, 0, (LPARAM)(L"0," + std::to\_wstring(a)).c\_str());

}

SendMessage(hwndComboBoxCP, CB\_SETCURSEL, 0, 0);

#pragma endregion

break;

}

case WM\_PAINT:

{

if (isDrawing)

{

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hwnd, &ps);

Gdiplus::Graphics graphics(hdc);

Gdiplus::Pen pen(Gdiplus::Color({ GetRValue(selectedColorThickness),GetGValue(selectedColorThickness),GetBValue(selectedColorThickness) }));

pen.SetWidth(Thickness);

Gdiplus::SolidBrush brush(Gdiplus::Color({ GetRValue(selectedColorBrush),GetGValue(selectedColorBrush),GetBValue(selectedColorBrush) }));

BitBlt(hdc, PW.x1, PW.y1, PW.Width, PW.Height, hdcBuffer, 0, 0, SRCCOPY);

DrawShape(graphics, &pen, &brush, GetKeyState(VK\_SHIFT) & 0x8000);

EndPaint(hwnd, &ps);

}

if (isTaskManager) {

isTaskManager = false;

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hwnd, &ps);

if (cpuLoadHistory.size() == 1)

{

RECT rectSlider2{ PW.x2,0,PW.x2 + 200,PW.y2 };

RECT rectSlider3{ PW.x2,100,PW.x2 + 200,300 };

RECT rectSlider4{ PW.x2,300,PW.x2 + 200,500 };

FillRect(hdc, &rectSlider2, (HBRUSH)(COLOR\_WINDOW));

FillRect(hdc, &rectSlider3, (HBRUSH)(COLOR\_WINDOW + 2));

FillRect(hdc, &rectSlider4, (HBRUSH)(COLOR\_WINDOW + 4));

}

SendMessage(hwndListCP, LB\_RESETCONTENT, 0, 0);

for (const std::wstring& item : StarusCP)

{

// Добавить элемент в список

SendMessage(hwndListCP, LB\_ADDSTRING, 0, reinterpret\_cast<LPARAM>(item.c\_str()));

}

DrawGraph(hdc, cpuLoadHistory, 300, RGB(255, 0, 0));

DrawGraph(hdc, memoryLoadHistory, 500, RGB(0, 0, 255));

EndPaint(hwnd, &ps);

}

break;

}

case WM\_LBUTTONDOWN:

{

if (LOWORD(lParam) >= PW.x1 && LOWORD(lParam) <= PW.x2 + 200 && selectedShape != 0) {

isDrawing = true;

currentShape.left = LOWORD(lParam);

currentShape.top = HIWORD(lParam);

currentShape.right = LOWORD(lParam);

currentShape.bottom = HIWORD(lParam);

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hwnd, &ps);

BitBlt(hdcBuffer, 0, 0, PW.Width, PW.Height, hdc, PW.x1, PW.y1, SRCCOPY);

EndPaint(hwnd, &ps);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

InvalidateRect(hwnd, NULL, TRUE);

}

if (selectedShape == 0)

{

isMove = true;

startPos = { LOWORD(lParam), HIWORD(lParam) };

InvalidateRect(hwnd, NULL, TRUE);

}

break;

}

case WM\_MOUSEMOVE:

{

if (isDrawing)

{

currentShape.right = LOWORD(lParam);

currentShape.bottom = HIWORD(lParam);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

InvalidateRect(hwnd, NULL, TRUE);

}

if (isMove)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

selectedIndex = shapes.size() - selectedIndex - 1;

int x = LOWORD(lParam) - startPos.X;

int y = HIWORD(lParam) - startPos.Y;

if (shapes[selectedIndex].selectedShape == 4)

{

std::vector<Gdiplus::Point> bufpoints = shapes[selectedIndex].pen;

for (long a = 0; a < shapes[selectedIndex].pen.size(); a++)

{

shapes[selectedIndex].pen[a].X += x;

shapes[selectedIndex].pen[a].Y += y;

}

RePaint(false, false);

shapes[selectedIndex].pen = bufpoints;

bufpoints.clear();

}

else

{

RECT bufrect = shapes[selectedIndex].rect;

shapes[selectedIndex].rect.left += x;

shapes[selectedIndex].rect.right += x;

shapes[selectedIndex].rect.top += y;

shapes[selectedIndex].rect.bottom += y;

RePaint(false, false);

shapes[selectedIndex].rect = bufrect;

}

}

}

break;

}

case WM\_LBUTTONUP:

{

if (isDrawing) {

isDrawing = false;

InvalidateRect(hwnd, NULL, TRUE);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

shapes.push\_back({ currentShape, bool(GetKeyState(VK\_SHIFT) & 0x8000),n,selectedShape, Thickness,selectedColorThickness,selectedColorBrush,pen });

pen.clear();

wchar\_t buffer[30];

swprintf(buffer, 30, L"(%d, %d), (%d, %d)", currentShape.left, currentShape.top, currentShape.right, currentShape.bottom);

SendMessage(hwndList, LB\_INSERTSTRING, (WPARAM)0, (LPARAM)buffer);

currentShape = { 0, 0, 0, 0 };

}

if (isMove) {

isMove = false;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

selectedIndex = shapes.size() - selectedIndex - 1;

int x = LOWORD(lParam) - startPos.X;

int y = HIWORD(lParam) - startPos.Y;

if (shapes[selectedIndex].selectedShape == 4)

{

for (long a = 0; a < shapes[selectedIndex].pen.size(); a++)

{

shapes[selectedIndex].pen[a].X += x;

shapes[selectedIndex].pen[a].Y += y;

}

RePaint(false, false);

}

else

{

shapes[selectedIndex].rect.left += x;

shapes[selectedIndex].rect.right += x;

shapes[selectedIndex].rect.top += y;

shapes[selectedIndex].rect.bottom += y;

RePaint(false, false);

}

}

SetFocus(hwndMain);

}

break;

}

case WM\_KEYDOWN:

{

int lower = tolower((unsigned char)wParam);

if (wParam == 'Z' && GetKeyState(VK\_CONTROL) < 0) {

RePaint(true, true);

SetFocus(hwnd);

}

else

{

switch (lower)

{

case L'a':

case L'c':

case L'd':

selectedShape = lower - L'a' + 1;

SendMessage(hwndComboBox, CB\_SETCURSEL, selectedShape, 0);

ShowWindow(hSlider, SW\_HIDE);

FillRectWindow();

break;

case L'b':

selectedShape = lower - L'a' + 1;

SendMessage(hwndComboBox, CB\_SETCURSEL, selectedShape, 0);

ShowWindow(hSlider, SW\_SHOW);

break;

case L'e':

selectedShape = 0;

SendMessage(hwndComboBox, CB\_SETCURSEL, selectedShape, 0);

ShowWindow(hSlider, SW\_HIDE);

FillRectWindow();

break;

}

}

break;

}

case WM\_COMMAND:

{

if (LOWORD(wParam) == 0 && HIWORD(wParam) == CBN\_SELCHANGE) {

int selectedIndex = SendMessage(hwndComboBox, CB\_GETCURSEL, 0, 0);

if (selectedIndex != CB\_ERR) {

if (selectedIndex == 2)

{

ShowWindow(hSlider, SW\_SHOW);

}

else

{

ShowWindow(hSlider, SW\_HIDE);

FillRectWindow();

}

selectedShape = selectedIndex;

}

SetFocus(hwnd);

}

if (LOWORD(wParam) == 1001)

{

if (ChooseColor(&ccThickness))

{

selectedColorThickness = ccThickness.rgbResult;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].selectedColorThickness = ccThickness.rgbResult;

RePaint(false, false);

}

}

}

if (LOWORD(wParam) == 1002)

{

if (ChooseColor(&ccBrush))

{

selectedColorBrush = ccBrush.rgbResult;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].selectedColorBrush = ccBrush.rgbResult;

RePaint(false, false);

}

}

}

if (LOWORD(wParam) == 100) {

if (HIWORD(wParam) == LBN\_SELCHANGE)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

SetFocus(hwndMain);

SendMessage(hwndList, LB\_SETSEL, selectedIndex, 0);

SendMessage(hSliderScale, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].scale);

SendMessage(hSliderRotation, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].rotation);

SendMessage(hSliderThickness, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].Thickness);

SendMessage(hSlider, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].n);

}

}

if (LOWORD(wParam) == 99)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

SetFocus(hwndMain);

SendMessage(hwndList, LB\_SETCURSEL, -1, 0);

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

}

if (LOWORD(wParam) == 101)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

RePaint(false, true);

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

SetFocus(hwndMain);

}

if (LOWORD(wParam) == 102)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

if (selectedIndex > 0)

{

Shape buf = shapes[shapes.size() - selectedIndex];

shapes[shapes.size() - selectedIndex] = shapes[shapes.size() - selectedIndex - 1];

shapes[shapes.size() - selectedIndex - 1] = buf;

wchar\_t buffer1[30];

wchar\_t buffer2[30];

SendMessage(hwndList, LB\_GETTEXT, selectedIndex - 1, (LPARAM)buffer1);

SendMessage(hwndList, LB\_GETTEXT, selectedIndex, (LPARAM)buffer2);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex - 1, 0);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex - 1, 0);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex - 1, (LPARAM)buffer1);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex - 1, (LPARAM)buffer2);

SendMessage(hwndList, LB\_SETCURSEL, selectedIndex - 1, 0);

RePaint(false, false);

}

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

SetFocus(hwndMain);

}

if (LOWORD(wParam) == 103)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

if (selectedIndex < shapes.size() - 1)

{

Shape buf = shapes[shapes.size() - selectedIndex - 1];

shapes[shapes.size() - selectedIndex - 1] = shapes[shapes.size() - selectedIndex - 2];

shapes[shapes.size() - selectedIndex - 2] = buf;

wchar\_t buffer1[30];

wchar\_t buffer2[30];

SendMessage(hwndList, LB\_GETTEXT, selectedIndex + 1, (LPARAM)buffer1);

SendMessage(hwndList, LB\_GETTEXT, selectedIndex, (LPARAM)buffer2);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex, 0);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex, 0);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex, (LPARAM)buffer2);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex, (LPARAM)buffer1);

SendMessage(hwndList, LB\_SETCURSEL, selectedIndex + 1, 0);

RePaint(false, false);

}

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

SetFocus(hwndMain);

}

if (LOWORD(wParam) == 104)

{

// Открываем файл для чтения в двоичном режиме

HANDLE fileHandle = CreateFile(L"shapes.dat", GENERIC\_READ, 0, NULL, OPEN\_EXISTING, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (fileHandle == INVALID\_HANDLE\_VALUE) {

MessageBox(NULL, L"Error 1: Не удалось открыть файл для чтения!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Получаем размер файла

DWORD fileSize = GetFileSize(fileHandle, NULL);

// Создаем memory-mapped файл для чтения

HANDLE mapHandle = CreateFileMapping(fileHandle, NULL, PAGE\_READONLY, 0, fileSize, NULL);

if (mapHandle == NULL) {

CloseHandle(fileHandle);

MessageBox(NULL, L"Error 2: Не удалось создать memory-mapped файл для чтения!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

CloseHandle(fileHandle);

// Отображаем файл в память для чтения

LPVOID mapView = MapViewOfFile(mapHandle, FILE\_MAP\_READ, 0, 0, 0);

if (mapView == NULL) {

CloseHandle(mapHandle);

MessageBox(NULL, L"Error 3: Не удалось отобразить файл в память для чтения!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

CloseHandle(mapHandle);

// Определяем количество элементов (Shapes) в файле

size\_t numShapes = fileSize / sizeof(Shape);

// Очищаем вектор, если он уже содержит данные

shapes.clear();

// Копируем данные из memory-mapped файла в вектор

for (size\_t i = 0; i < numShapes; ++i) {

shapes.push\_back(\*(reinterpret\_cast<const Shape\*>(static\_cast<const char\*>(mapView) + i \* sizeof(Shape))));

}

// Закрываем memory-mapped файл и файл на диске

UnmapViewOfFile(mapView);

RePaint(false, false, true);

MessageBox(NULL, L"Проект открыт!", L"Успех", MB\_ICONINFORMATION | MB\_OK);

}

if (LOWORD(wParam) == 105)

{

// Создаем memory-mapped файл

HANDLE mapHandle = CreateFileMapping(INVALID\_HANDLE\_VALUE, NULL, PAGE\_READWRITE, 0, sizeof(Shape) \* shapes.size(), L"MyMappedFile");

if (mapHandle == NULL) {

MessageBox(NULL, L"Error 1. Не удалось создать memory-mapped файл!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Отображаем файл в память

LPVOID mapView = MapViewOfFile(mapHandle, FILE\_MAP\_WRITE, 0, 0, 0);

if (mapView == NULL) {

CloseHandle(mapHandle);

MessageBox(NULL, L"Error 2. Не удалось отобразить файл в память!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Закрываем memory-mapped файл

CloseHandle(mapHandle);

// Копируем данные из вектора в memory-mapped файл

memcpy(mapView, &shapes[0], sizeof(Shape) \* shapes.size());

// Открываем файл для записи на диск в двоичном режиме

HANDLE fileHandle = CreateFile(L"shapes.dat", GENERIC\_WRITE, 0, NULL, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (fileHandle == INVALID\_HANDLE\_VALUE) {

MessageBox(NULL, L"Error 3. Не удалось открыть файл для записи!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Читаем данные из memory-mapped файла и записываем их на диск

OVERLAPPED overlapped;

memset(&overlapped, 0, sizeof(OVERLAPPED));

DWORD bytesWritten;

WriteFile(fileHandle, mapView, sizeof(Shape) \* shapes.size(), NULL, &overlapped);

if (!GetOverlappedResult(fileHandle, &overlapped, &bytesWritten, TRUE)) {

MessageBox(NULL, L"Error 4. Не удалось записать данные на диск!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

MessageBox(NULL, L"Проект сохранён!", L"Успех", MB\_ICONINFORMATION | MB\_OK);

// Закрываем memory-mapped файл и файл на диске

UnmapViewOfFile(mapView);

CloseHandle(fileHandle);

}

if (LOWORD(wParam) == 106)

{

HDC screenDC = GetDC(hwndMain);

RECT windowRect;

GetWindowRect(hwndMain, &windowRect);

HBITMAP hBitmap = CreateCompatibleBitmap(screenDC, PW.Width - 16, PW.Height - 35);

HDC memDC = CreateCompatibleDC(screenDC);

SelectObject(memDC, hBitmap);

BitBlt(memDC, 0, 0, windowRect.right - windowRect.left + PW.x1, windowRect.bottom - windowRect.top, screenDC, PW.x1, PW.y1, SRCCOPY);

Gdiplus::Bitmap bitmap(hBitmap, NULL);

CLSID pngClsid;

GetEncoderClsid(L"image/png", &pngClsid);

bitmap.Save(L"paint.png", &pngClsid, NULL);

MessageBox(NULL, L"Png сохранено!", L"Успех", MB\_ICONERROR | MB\_OK);

DeleteObject(hBitmap);

DeleteDC(memDC);

}

break;

}

case WM\_HSCROLL:

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (lParam == (LPARAM)hSlider)

{

n = SendMessage(hSlider, TBM\_GETPOS, 0, 0); selectedColorThickness = ccThickness.rgbResult;

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].n = n;

RePaint(false, false);

}

}

if (lParam == (LPARAM)hSliderCP)

{

Thickness = SendMessage(hSliderCP, TBM\_GETPOS, 0, 0);

speed = Thickness;

}

if (lParam == (LPARAM)hSliderThickness)

{

Thickness = SendMessage(hSliderThickness, TBM\_GETPOS, 0, 0);

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].Thickness = Thickness;

RePaint(false, false);

}

}

if (lParam == (LPARAM)hSliderScale) {

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].scale = SendMessage(hSliderScale, TBM\_GETPOS, 0, 0);

RePaint(false, false);

}

}

if (lParam == (LPARAM)hSliderRotation) {

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].rotation = SendMessage(hSliderRotation, TBM\_GETPOS, 0, 0);

RePaint(false, false);

}

}

SetFocus(hwnd);

break;

}

case WM\_DESTROY:

{

PostQuitMessage(0);

break;

}

}

return DefWindowProc(hwnd, msg, wParam, lParam);

}

void FillRectWindow() {

HDC hdchwndMain = GetDC(hwndMain);

RECT rect1{ 0,0,PW.x1,PW.y2 };

FillRect(hdchwndMain, &rect1, (HBRUSH)(COLOR\_WINDOW));

ReleaseDC(hwndMain, hdchwndMain);

}

void RePaint(bool ctrlZ, bool del, bool list)

{

if (list) {

SendMessage(hwndList, LB\_RESETCONTENT, 0, 0);

for (int a = 0; a < shapes.size(); a++)

{

wchar\_t buffer[30];

swprintf(buffer, 30, L"(%d, %d), (%d, %d)", shapes[a].rect.left, shapes[a].rect.top, shapes[a].rect.right, shapes[a].rect.bottom);

SendMessage(hwndList, LB\_INSERTSTRING, (WPARAM)0, (LPARAM)buffer);

}

}

if (shapes.size() > 0)

{

int indexItem;

if (del) {

if (ctrlZ)

{

shapes.pop\_back();

indexItem = 0;

}

else

{

indexItem = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

shapes.erase(shapes.begin() + shapes.size() - indexItem - 1);

}

SendMessage(hwndList, LB\_DELETESTRING, indexItem, 0);

}

COLORREF bufSCT = selectedColorThickness;

COLORREF bufSCB = selectedColorBrush;

RECT bufCurrentShape = currentShape;

int bufSelectedShape = selectedShape;

int bufn = n;

std::vector<Gdiplus::Point> bufpen = pen;

HDC hdc = GetDC(hwndMain);

RECT rect1{ PW.x1, PW.y1, PW.x2, PW.y2, };

FillRect(hdc, &rect1, (HBRUSH)(COLOR\_WINDOW + 1));

for (int a = 0; a < shapes.size(); a++) {

n = shapes[a].n;

selectedShape = shapes[a].selectedShape;

pen = shapes[a].pen;

selectedColorThickness = shapes[a].selectedColorThickness;

selectedColorBrush = shapes[a].selectedColorBrush;

currentShape = shapes[a].rect;

Gdiplus::Graphics graphics(hdc);

Gdiplus::Pen pen(Gdiplus::Color({ GetRValue(selectedColorThickness),GetGValue(selectedColorThickness),GetBValue(selectedColorThickness) }));

pen.SetWidth(shapes[a].Thickness);

Gdiplus::SolidBrush brush(Gdiplus::Color({ GetRValue(selectedColorBrush),GetGValue(selectedColorBrush),GetBValue(selectedColorBrush) }));

DrawShape(graphics, &pen, &brush, shapes[a].isCorrect, shapes[a].scale, shapes[a].rotation);

}

ReleaseDC(hwndMain, hdc);

selectedColorThickness = bufSCT;

selectedColorBrush = bufSCB;

currentShape = bufCurrentShape;

selectedShape = bufSelectedShape;

n = bufn;

pen = bufpen;

bufpen.clear();

}

}

void DrawShape(Gdiplus::Graphics& graphics, Gdiplus::Pen\* penPlus, Gdiplus::SolidBrush\* brush, bool isCorrect, int scale, int rotation)

{

long x1 = currentShape.left;

long y1 = currentShape.top;

long x2 = currentShape.right;

long y2 = currentShape.bottom;

float s = scale / 100.0;

graphics.TranslateTransform((x2 + x1) / 2, (y2 + y1) / 2);

graphics.ScaleTransform(s, s);

graphics.RotateTransform(rotation);

graphics.TranslateTransform(-(x2 + x1) / 2, -(y2 + y1) / 2);

switch (selectedShape) {

// Круг

case 1:

{

if (isCorrect) {

int centerX = (x1 + x2) / 2;

int centerY = (y1 + y2) / 2;

int radius = (x2 - x1) / 2;

x1 = centerX - radius;

x2 = centerX + radius;

y1 = centerY - radius;

y2 = centerY + radius;

Gdiplus::Rect ellipseRect(x1, y1, x2 - x1, y2 - y1);

graphics.FillEllipse(brush, ellipseRect);

graphics.DrawEllipse(penPlus, ellipseRect);

}

else {

Gdiplus::Rect ellipseRect(x1, y1, x2 - x1, y2 - y1);

graphics.FillEllipse(brush, ellipseRect);

graphics.DrawEllipse(penPlus, ellipseRect);

}

break;

}

// N-угольник

case 2: {

if (isCorrect)

{

double angle = 2 \* M\_PI / n;

int radius, x;

int y = y1;

std::vector<Gdiplus::Point> vertices;

if (x2 >= x1)

{

if (y2 >= y1)

{

radius = (x2 - x1) / 2;

}

else

{

radius = (x1 - x2) / 2;

}

x = x1 + (x2 - x1) / 2 - radius \* tan(M\_PI / n);

}

else

{

if (y2 >= y1)

{

radius = (x1 - x2) / 2;

}

else

{

radius = (x2 - x1) / 2;

}

x = x1 - abs(x2 - x1) / 2 - radius \* tan(M\_PI / n);

}

for (int i = 0; i < n; i++) {

vertices.push\_back({ x,y });

x += static\_cast<int>(radius \* 2 \* cos(angle \* i));

y += static\_cast<int>(radius \* 2 \* sin(angle \* i));

}

graphics.FillPolygon(brush, &vertices[0], vertices.size());

graphics.DrawPolygon(penPlus, &vertices[0], vertices.size());

}

else

{

int width = x2 - x1;

int height = y2 - y1;

int centerX = (x1 + x2) / 2;

int centerY = (y1 + y2) / 2;

double angle = 2 \* M\_PI / n;

std::vector<Gdiplus::Point> vertices;

for (int i = 0; i < n; i++)

{

int x = static\_cast<int>(centerX + width / 2 \* cos(i \* angle));

int y = static\_cast<int>(centerY + height / 2 \* sin(i \* angle));

vertices.push\_back({ x, y });

}

graphics.FillPolygon(brush, &vertices[0], vertices.size());

graphics.DrawPolygon(penPlus, &vertices[0], vertices.size());

}

break;

}

// Прямая

case 3: {

Gdiplus::Point startPoint(x1, y1);

Gdiplus::Point endPoint(x2, y2);

graphics.DrawLine(penPlus, startPoint, endPoint);

break;

}

// Карандаш

case 4:

{

graphics.DrawCurve(penPlus, &pen[0], pen.size());

break;

}

}

FillRectWindow();

}

int GetEncoderClsid(const WCHAR\* format, CLSID\* pClsid)

{

UINT num = 0; // number of image encoders

UINT size = 0; // size of the image encoder array in bytes

Gdiplus::ImageCodecInfo\* pImageCodecInfo = NULL;

Gdiplus::GetImageEncodersSize(&num, &size);

if (size == 0)

return -1; // Failure

pImageCodecInfo = (Gdiplus::ImageCodecInfo\*)(malloc(size));

if (pImageCodecInfo == NULL)

return -1; // Failure

GetImageEncoders(num, size, pImageCodecInfo);

for (UINT j = 0; j < num; ++j)

{

if (wcscmp(pImageCodecInfo[j].MimeType, format) == 0)

{

\*pClsid = pImageCodecInfo[j].Clsid;

free(pImageCodecInfo);

return j; // Success

}

}

free(pImageCodecInfo);

return -1; // Failure

}

void UpdateData()

{

while (true)

{

int selectedIndex = SendMessage(hwndComboBoxCP, CB\_GETCURSEL, 0, 0);

int textLength = SendMessage(hwndComboBoxCP, CB\_GETLBTEXTLEN, selectedIndex, 0);

std::wstring buffer(textLength, L'2');

SendMessage(hwndComboBoxCP, CB\_GETLBTEXT, selectedIndex, (LPARAM)buffer.c\_str());

PDH\_STATUS status;

PDH\_HCOUNTER hCounter[10];

PDH\_HQUERY hQuery;

const LPCWSTR counterPaths[] = {

L"\\System\\Processes",

L"\\System\\Threads",

L"\\Process(\_Total)\\Handle Count",

L"\\System\\System Up Time",

L"\\Memory\\Available Bytes",

L"\\Memory\\Committed Bytes",

L"\\Memory\\Pool Nonpaged Bytes",

L"\\Memory\\Pool Paged Bytes",

};

status = PdhOpenQuery(NULL, 0, &hQuery);

status = PdhAddCounter(hQuery, (L"\\Processor Information(" + buffer + L")\\% Processor Utility").c\_str(), 0, &hCounter[0]);

for (int i = 0; i < 8; ++i)

{

status = PdhAddCounter(hQuery, counterPaths[i], NULL, &hCounter[i + 1]);

}

status = PdhCollectQueryData(hQuery);

std::this\_thread::sleep\_for(std::chrono::milliseconds(speed));

status = PdhCollectQueryData(hQuery);

PDH\_FMT\_COUNTERVALUE counterValue;

status = PdhGetFormattedCounterValue(hCounter[0], PDH\_FMT\_DOUBLE, NULL, &counterValue);

if (cpuLoadHistory.size() == 25)

{

cpuLoadHistory.clear();

memoryLoadHistory.clear();

}

cpuLoadHistory.push\_back(counterValue.doubleValue);

StarusCP.clear();

StarusCP.push\_back(L"CPU: " + std::to\_wstring(counterValue.doubleValue) + L"%");

for (int i = 1; i < 5; ++i)

{

status = PdhGetFormattedCounterValue(hCounter[i], PDH\_FMT\_LONG, NULL, &counterValue);

if (status == ERROR\_SUCCESS)

{

if (i == 1)

StarusCP.push\_back(L"Processes: " + std::to\_wstring(counterValue.longValue));

else if (i == 2)

StarusCP.push\_back(L"Threads: " + std::to\_wstring(counterValue.longValue));

else if (i == 3)

StarusCP.push\_back(L"Handles: " + std::to\_wstring(counterValue.longValue));

else if (i == 4)

StarusCP.push\_back(L"Up time: " + std::to\_wstring(counterValue.longValue));

}

}

StarusCP.push\_back(L"");

MEMORYSTATUSEX memInfo;

memInfo.dwLength = sizeof(MEMORYSTATUSEX);

GlobalMemoryStatusEx(&memInfo);

float memoryLoad = (float)(memInfo.ullTotalPhys - memInfo.ullAvailPhys) / (float)memInfo.ullTotalPhys \* 100.0f;

StarusCP.push\_back(L"Memory: " + std::to\_wstring(memoryLoad) + L"%");

StarusCP.push\_back(L"Total: " + std::to\_wstring(memInfo.ullTotalPhys / MYBYTES) + L" MB");

StarusCP.push\_back(L"In Use: " + std::to\_wstring((memInfo.ullTotalPhys - memInfo.ullAvailPhys) / MYBYTES) + L" MB");

for (int i = 5; i < 9; ++i)

{

status = PdhGetFormattedCounterValue(hCounter[i], PDH\_FMT\_DOUBLE, NULL, &counterValue);

if (status == ERROR\_SUCCESS)

{

if (i == 5)

StarusCP.push\_back(L"Available: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

else if (i == 6)

StarusCP.push\_back(L"Committed: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

else if (i == 7)

StarusCP.push\_back(L"Pool Nonpaged: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

else if (i == 8)

StarusCP.push\_back(L"Pool Paged: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

}

}

memoryLoadHistory.push\_back(memoryLoad);

PdhCloseQuery(hQuery);

isTaskManager = true;

InvalidateRect(hwndMain, NULL, TRUE);

}

}

void DrawGraph(HDC hdc, const std::vector<float>& data, int y, COLORREF color)

{

int width = 800;

int height = 200;

HBRUSH hBrush = CreateSolidBrush(color);

SelectObject(hdc, hBrush);

MoveToEx(hdc, 0, y, NULL);

int dataSize = data.size();

int step;

if (dataSize)

{

step = max(5, width / dataSize \* 5);

}

step = 5;

int x = (dataSize - 1) \* step + PW.x2;

int value = data[dataSize - 1];

int barHeight = min((int)((float)value / 100.0 \* height), height);

Rectangle(hdc, x, y, x + step, y - barHeight);

DeleteObject(hBrush);

}